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Abstract—Web services have been utilized in many sectors such as educational, business, and government sectors. Examples are the tax information system of the Bureau of Internal Revenue and any kind of utility payment system and student achievement report system. Today, there are a large number of various web services on the Internet, creating a difficulty in performing search and a problem of selection. For this reason, the author proposes a new web service search system that exploits the information structure of OWLS documents which consists of information from service history class, service model class, and basic service class. This information is used to construct indexes and their individual weights which are used to compare the level of similarity between a semantic query from a user and each web service by a vector space model. Then, the result is used in a web service selection procedure based on a formal concept analysis. A web service is selected through the structure of a concept lattice of QoS consisting of service availability and response time. Experimental results show that this proposed system provided an average accuracy of 71.9%. Moreover, it can provide alternative web services that are closely related to the query in order for the user to have flexibility in utilizing the search results.
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I. INTRODUCTION

Service Oriented Architecture (SOA) is implemented by technology web service. Its advantages are reusability, loose coupling, platform independent, and interoperability. These advantages attract the attention of the private and educational sector, resulting in development of their applications into web services. A web service has 3 main components: Web Service Description Language (WSDL), Simple Object Access Protocol (SOAP) [1, 2, 3, 4], and Universal Discovery Description Integration (UDDI) [5] which can be described as follows.

WSDL is a document describing the capabilities of the service. It consists of functional description of the service operation element or service interface element based on XML language.

SOAP is a standard protocol for system connection. UDDI is a registry that stores the public business information of the service such as service name, business contact information, and location of the service. Please note that UDDI does not support functional search because it does not store the capability description of the service.

Due to the limitation of UDDI mentioned above and that of WSDL [6, 7] which is XML-based without any explanation of the capabilities of the service in a clear, meaningful way, they cause ambiguity or confusion in the interpretation of various service descriptions whether they are similar or different: for example, two web services may have the same service operation but different service descriptions, i.e., the explanations are not the same. For this reason, semantics is added to service description as a way to solve the problem. It has been developed from RDF to RDF-S, then to OWL and OWL-S in that order.

There have been several papers on solving the web service search problem [8, 9, 10, 11]. In this paper, we propose web service search based on exploration of OWL-S contents in the service profile component consisting of service name, text description, input, output, precondition, and effect which are elements used to construct the indexes for the service and the request. This study supports natural human language request. On top of that, we constructed a data structure that supports the search and is used in the determination of similarity between services according to the mentioned elements. We call this step Conceptual Indexing which will be explained in details in Section 4. Methodology.

The next section, Section 2, presents the background of problems and solutions to web service retrieval. Section 3 briefly describes OWL-S specifications and data structure construction that supports web service search. Section 5 presents the experimental results and discussion. Section 6 is the conclusion of the paper.

II. RELATED WORK

Determination of similarity between web services according to web service concepts has been widely investigated. This section presents a brief survey of works pertaining to semantic web service discovery and
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matching of web services. The two main topics to be presented are the following. First, classification of web services by the content in the service description in either WSDL or OWL-S documents such as service name, operation, input, or output. Second, service matching by semantic similarity comparison between a service and a user query or between a service and another service.

In a previous study [8], information was extracted from WSDL document (operation name, input message, and output message) and a concept lattice was constructed from a context table that consisted of services for the purpose of clustering the services that are similar by consideration of the 3 pieces of information mentioned above together. In another study [9, 12, 13], clustering of services was done by consideration of semantic similarity between operation names. The services that passed the consideration criteria were used to construct a concept lattice.

In addition, [10] presents information extraction from WSDL that covered more features of WSDL than [8] and [9] did: content, type, message, port, and service name. Services with similar functionality were grouped according to the 5 features. All of these studies performed clustering of services with similar operation before constructing a concept lattice in order to reduce the size of the search space of the lattice. All of the studies mentioned above are different than [14] in the sense that in [14], only the weights of the terms derived from the extracted information from WSDL document (operation name and parameter name) that passed specified criteria were used to construct a concept lattice that consisted of service and operation features. In [11], certain content of services was explored: Input, Output, Precondition, and Effect (IOPE). Semantic similarity distance and availability condition of services were considered. This consideration process was a preprocessing process of the model proposed in the study. It was done before a classification process by an FCA technique that required that the services and qos-level are included in the context table and led to selection of the service that was nearest to the query concept. This exploitation of concept lattice was different than that reported in [15]. In [15], services were classified by an analysis of 3 core components of OWL-S document: service profile, service grounding, and service model. The services were clustered according to the semantic similarity between operations for the purpose of constructing a concept lattice that were consisted of services and operations with an aim to find a substitution service when a master service was unavailable.

Semantic similarity matching analyzes the semantics of web service description content in WSDL and OWL-S documents. In [16], matching between query and service is presented. It considers the semantic similarity of preconditions and effect which are features of OWL-S document. The matching process consists of 3 phases: parameter compatibility, condition equivalence, and condition evaluation. The outcome can be one of these 4 types: exact, plugin, subsume, or disjoin. The paper [17] presents a multi-dimensional matching ontology or MDM-Onto. It considers the semantic correspondence between input/output parameters and QoS. The paper [18] presents a full utilization of terms in WSDL document. The terms were used to measure the similarity between services with respect to semantic distance and external knowledge (WordNet).

From this survey of literature, it was found that IR metric or tf-idf from exploration of the content in service description was only used for filtering the indexes but not applied to service matching. Also, matching is still not flexible enough to support human language query. Most studies deal only with a specific form of query such as input type or operation type. Moreover, classification of semantic web service documents by an FCA technique has still received little attention, as reported in [11] and [18].

In the next section, details of OWL-S document are discussed briefly. These details are service descriptions that were used in this study. Additionally, it discusses FCA, the classification technique used in this study.

III. METHODOLOGY

The design of a model for semantic web service retrieval consisted of 3 main steps: preprocessing, semantic matching, and quality of service matching. The design framework is shown in Figure 1 below.

A. Preprocessing Step

In this study, data from semantic web services were analyzed. The data were represented by OWL-S language structure which consisted of service profile, service model class, a service grounding class. The analysis consisted of various steps shown in Figure 1: 1) detail extraction, 2) web service index construction, and 3) calculation of index weights.

Fig. 1. Preprocessing steps

B. Detail Extraction

Details were extracted from a service profile class for construction of an index for web service retrieval. The details were 2 properties and 4 functions as follows: 1) Service name, 2) Text description about web construction, 3) Has output which is an explanation of data export that is the processed result of specifying the import data, 4) Has input which is an explanation of data import which will be processed according to the type of data specified, 5) Has precondition which is an explanation of the necessary conditions that need to be verified and processed before data import and 6) Has effect which is the processed result that depends on the information in the Has precondition.
As can be seen in Figure 3, details were extracted from a service model class of the model and used them as indexes for web service retrieval. These details can be considered as the following 4 functions. Has precondition is an explanation of the necessary operation and process for verifying the service conditions; has input is an explanation of data import for processing according to the quality or quantity of the import data. Has output is an explanation of data export for processing according to the quality or quantity of the export data. Has effect is the processed results of the operation on the data that are included in the Has precondition.

\[ idf_k = \log \left( \frac{N}{n_k} \right) \]  

(1)

Web service index weight can be calculated by the equation below;

\[ W_{i,k} = t f_k \times idf_k \]  

(2)

where \( w_{i,k} \) is the weight of the \( k^{th} \) index in the \( i^{th} \) web service and \( t f_k \) is the frequency of the \( k^{th} \) index in the \( i^{th} \) web service, where \( i \in (1 \ldots N) \) and \( k \in (1 \ldots M) \).
TABLE I
SOME INDEX WEIGHTS

<table>
<thead>
<tr>
<th>ID</th>
<th>Terms</th>
<th>IDF</th>
<th>S1</th>
<th>S2</th>
<th>S3</th>
<th>S4</th>
<th>S5</th>
<th>S6</th>
<th>S7</th>
<th>S8</th>
<th>S9</th>
<th>S10</th>
<th>S11</th>
<th>S12</th>
<th>S13</th>
<th>S14</th>
<th>S15</th>
<th>S16</th>
<th>S17</th>
<th>S18</th>
<th>S19</th>
<th>S20</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Visit</td>
<td>2.13672057</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>Research</td>
<td>0.99059253</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>Address</td>
<td>1.43775956</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>Home</td>
<td>1.43775956</td>
<td>1.44</td>
<td>1.44</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>Office</td>
<td>1.65959931</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6</td>
<td>Senior</td>
<td>1.83569057</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>Lecturer</td>
<td>1.09532788</td>
<td>5.48</td>
<td>5.477</td>
<td>5.5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td>University</td>
<td>0.88144806</td>
<td>1.76</td>
<td>1.763</td>
<td>2.6</td>
<td>0.88</td>
<td>0.88</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>Professor</td>
<td>1.65959931</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>Name</td>
<td>0.88144806</td>
<td>0.88</td>
<td>0.881</td>
<td>0.9</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>Teach</td>
<td>1.65959931</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>12</td>
<td>Semester</td>
<td>2.13672057</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

D. Semantic Matching

Vector comparison between web service document vector and query vector can be done by similarity calculation between the semantic web service document and the query vector [19] which can be done by determining the dot product between the vectors. The result is a numerical indicator of similarity in the range of [0, 1], calculated by Equation 3 below:

\[
\text{Sim}(q, d_i) = \frac{\sum_{k=1}^{N} (w_{q,k}) \cdot (W_{i,k})}{\sqrt{\sum_{k=1}^{N} (W_{q,k})^2 \cdot \sum_{k=1}^{N} (W_{i,k})^2}}
\]

where \( \text{sim}(q, d_i) \) is the level of similarity between the document and the query, \((w_{q,k})\) is the weight of the kth index in the ith document, where \(i \in 1...N\), \(N\) is the total number of documents, and \((W_{i,k})\) is the weight of the kth index in the query. Suppose a query consists of 3 keywords: German, government, and scholarship. By Equation 3, values of similarity between the query and every web service in the example (20 services, S1 - S20) can be calculated as follows.

\[
\begin{align*}
\text{Sim}(q, s_{13}) &= \frac{(2.584)(1.398*6.799)}{\sqrt{(1.398*6.799)^2 + (1.398*6.799)^2}} = 0.271 \\
\text{Sim}(q, s_{14}) &= \frac{(2.584)(1.398*7.026)}{\sqrt{(1.398*7.026)^2 + (1.398*7.026)^2}} = 0.262 \\
\text{Sim}(q, s_{15}) &= \frac{(2.584)(1.398*5.585)}{\sqrt{(1.398*5.585)^2 + (1.398*5.585)^2}} = 0.330 \\
\text{Sim}(q, s_{16}) &= \frac{(2.584)(1.398*7.473)}{\sqrt{(1.398*7.473)^2 + (1.398*7.473)^2}} = 0.247 \\
\text{Sim}(q, s_{17}) &= \frac{(4.574)(1.398*5.081)}{\sqrt{(1.398*5.081)^2 + (1.398*5.081)^2}} = 0.643 \\
\text{Sim}(q, s_{18}) &= \frac{(5.237)(1.398*6.706)}{\sqrt{(1.398*6.706)^2 + (1.398*6.706)^2}} = 0.558 \\
\text{Sim}(q, s_{19}) &= \frac{(4.479)(1.398*4.479)}{\sqrt{(1.398*4.479)^2 + (1.398*4.479)^2}} = 0.105
\end{align*}
\]

Seven web services, s13, s14, s15, s16, s17, s18, s19, match well with the query having corresponding similarity values in the range of 0.105 - 0.643.

E. Quality of Service Matching

This step is just like the determination of similarity of web services in Step 2 but queried with a quality of service query (qosQuery) consisting of 2 features: Availability (Av) and Response Time (RT). This determination consists of the following steps: 1) specification of levels of quality of service; 2) context Table I construction; and 3) concept lattice construction and search. An illustrated diagram of all of the steps is shown in Figure 5.

1) Specification of levels of quality of service: Levels of Av and Rt are specified as 5 class intervals: Very Low (VL), Low (L), Medium (M), High (H), and Very High (VH).

2) Context Table I construction: In this step, a context Table I is constructed to consist of semantic relationships between web services: Si = s13, s14, s15, s16, s17, s18, s19; qosAttribute = Av, Rt; and qosLevel = VL, L, M, H, VH, represented by c = (Si, qosAttribute, qosLevel) as shown in Figure 6.

3) Concept lattice construction and web service search: The context Table I of the relationship c = (Si, qosAttribute, qosLevel) is used to construct a concept lattice, with a program called 'Concept explore', shown in Figure 6.
concept lattice for search with a quality of service query consisting of two features: availability and response time. The output is a web service that is semantically similar to the user’s query and of a level of service quality that the user requests. The performance of this retrieval system was tested with data from OWLS-TC v. 4. It was used in the test as test documents in combination with 100 queries from 10 students who already had some basic knowledge about web service. The author acted as an expert on the analysis of suitability of search result. The results showed that this retrieval system was able to find good matches from keywords at 71.9% accuracy.

In addition, several pieces of useful information were acquired in the course of this study as follows: 1) Index construction from every feature of an OWLS document (service history class, service format class, and basic service class) expands the range of keywords as well as the frequencies of the keywords. Nevertheless, some keywords are a single word with a specific meaning which may have a lot of similar words, so it was better to semantically classify the keywords again by comparing them to those in the Word Net dictionary. 2) In addition, in the determination of similarity between web services and the query with a vector space model, this study only used the web services with similarity values in the ranges of [0, 1] and [0.5, 1] in the construction of concept lattice later on, and it was found that a specification of this range had a direct relationship with the number of web services that were going to be used to construct the context Table 1 and with the amount of time to construct the concept lattice. 3) and lastly, a limitation of the kind of search from a concept lattice used in this study is that it may result in too large a number of web services with common attributes from partial matching which may cause a user some difficulty to decide and select one since there is no ranking criteria at this present stage of development. This project will continue to develop in the future.
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